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ABSTRACT
OBJECTIVE:
NLM has created over 20 APIs that provide access to many of its different datasets. While these APIs have been collected and catalogued for users, documentation of these APIs has not been standardized. The purpose of this project is to assess the need for the development of a set of guidelines or best practices for documenting NLM APIs.
METHODS:
I conducted a SWOT analysis of documentation to highlight its importance and determine how an assessment of documentation practices could specifically benefit NLM. I then examined the documentation practices of each NLM API and ran comparisons between them to find common elements. I also conducted interviews with NLM developers to ascertain their perspectives on good documentation and guidelines. Concurrently, I conducted an environmental scan of the documentation practices of external organizations and reviewed developer blogs, in order to gain a comprehensive perspective of the current trends in documentation. 
RESULTS:
The SWOT analysis determined that well-documented APIs would increase the likelihood of platform adoption and reduce the cost of support, as well as serve as marketing tools for the datasets. Common documentation elements for NLM APIs included overviews, usage guidelines, and code samples. API developers at NLM generally agreed that some guidelines would be beneficial in terms of consistency, navigation, and ease of use. The environmental scan showed that there are no established industry standards, yet there were many documentation practices common across well-designed APIs that NLM could adopt. Each of these research methods assisted in the development of a set of fifteen elements to be included and serve as a set of guidelines for documentation, based on best practices.
DISCUSSION:
Based on this research, it would be beneficial to NLM API developers to adhere to this set of guidelines for documentation. Additionally, I recommend the formation of an API developer working group within NLM to use and promote these guidelines, as well as discuss future opportunities for API development.  

INTRODUCTION
APIs are becoming especially important in the Federal government thanks in part to the Digital Government Strategy and an increased initiative in the White House towards creating a more open and accessible government platform. The Digital Government Strategy enlists an “information-centric” approach, in that it focuses on the treatment of content as data that can be retrieved, downloaded, indexed, searched, and manipulated, all while maintaining interoperability and openness to public consumers. One way to make data open is to create Application Programming Interfaces (APIs), which provide access to data within a user’s own application by using specific program calls for consumption and presentation. 
APIs are sets of routines and protocols for building useful software applications. They form ways for two computer applications to communicate over a network using a common language. They also allow applications to communicate directly with a data source to retrieve and manipulate data without having to download the data source locally. At the most basic level, APIs allow a product or service to talk to other products or services, allowing for the opening up of data and functionality to other developers and users. Increasingly it is the way in which organizations exchange data and services. APIs differ from web sites in that, rather than simply providing snapshots of government information, they decouple information from presentation by providing functionality to the data in a machine-readable format. In this way, the implementation of the data and API may change, and the interface remains consistent. 
APIs provide users access to data without the need for another application to serve that data. Users of APIs can make data calls and consume the data or present it in their own applications. This makes the data more open. Designing for openness and embracing the use of APIs will enable the government to more easily deliver information and services while making data accessible and usable. According to the good practices developed by the participants of a usability testing program hosted by the General Services Administration (including an API development team from NIH), usability is dependent on a number of factors, including quality design and clear, consistent documentation.
While the Federal government has realized the potential usefulness of APIs, the Office of Management and Budget (OMB) has yet to develop and publish a comprehensive policy for open data, content, and APIs which would officially dictate how to open Federal data effectively and accessibly. Nor has the OMB established a set of guidelines or best practices for API documentation. 
NLM has over 20 APIs that provide access to many of its different datasets. While these APIs have been collected and catalogued for users, documentation of these APIs, including type, methods, outputs, etc., has not been standardized. The purpose of this project is to address the need for a set of guidelines/best practices for documenting NLM APIs, incorporating usability standards and addressing HHS 508 and plain language requirements. 


METHODOLOGY
A SWOT analysis was conducted in order to determine why documentation should be improved and to find out how a possible restructuring of practices could benefit NLM specifically. An analysis of NLM’s API documentation was then performed; so as to determine its current state, as well as see how it compares to what should be included, based on current trends. Developers of some of NLM’s APIs were then interviewed to ascertain their perspectives on the qualities of good documentation and see if they felt there was a need for the development of guidelines. Throughout all this, concurrently executed was an environmental scan of the documentation practices of external organizations and reviewed developer blogs, in order to find what documentation practices have been adopted by successful APIs outside NLM.
SWOT ANALYSIS / STRENGTHS AND WEAKNESSES
The project started focusing on the purpose of investigating documentation. Why should there be an interest in improving NLM’s documentation? How could an examination and possible restructuring of current documentation practices benefit NLM? A SWOT analysis approach was originally considered for each of the APIs individually; however it became clear that the opportunities and threats for each remained largely similar across the APIs. Therefore, a SWOT analysis of API documentation as a whole, derived from group discussion, served as a guidepost for evaluation. There was a great deal of collaborative debate regarding what would be the strengths and opportunities of well-documented APIs, as well as what would be the perceived weaknesses and threats of poorly-documented APIs. 
NLM API COMMON DOCUMENTATION ELEMENTS
In considering the need for the development of a set of guidelines or best practices for NLM API documentation, it was deemed appropriate to gain a solid understanding of current documentation practices within NLM. This was done by accessing the home page of NLM’s APIs at http://www.nlm.nih.gov/api, which lists each of the 25 APIs and provides a description of the nature of the data in each API, as well as links to both documentation pages and their corresponding web interfaces. The documentation provided for each of NLM’s APIs was examined, noting the elements the developers included. Then a cross-comparison of elements served to find the common elements seen in the documentation of NLM APIs. This was done by scoring each API on the inclusion or exclusion of various documentation elements, such as overview, usage guidelines, and code samples. Scoring in this manner served to highlight the elements most likely to be perceived as necessary, under the assumption that more commonly used elements were indicative of how important they are perceived in overall API documentation by developers.
INTERVIEWS WITH NLM API DEVELOPERS
After all of the internal analysis, it was determined that it would be beneficial to meet with some of the API developers here at NLM to discuss their impressions on the necessity and feasibility of the development of a set of guidelines or best practices for documentation. These NLM API developers included Olivier Bodenreider and Lee Peters for RxNorm, RxTerms, and the NDF-RT APIs, Stephanie Dennis and Rex Robison for the MedlinePlus and MedlinePlus Connect APIs, Steve Emrick for the UMLS Terminology Services API, and David Hale for the Pillbox beta API. They discussed trends in documentation and the concepts of standards. Each of the developers also demonstrated some of the unique features of their individual APIs. This is a sampling of some of the questions asked:
1. Why did you decide to build an API?
2. What was the API development process like?
3. Who is using your API? Do you keep track of usage statistics?
4. Who wrote the documentation for your API?
5. How did you approach writing the documentation? Did you follow a documentation structure you had seen before, consult a style guide, etc.?
6. What components are essential in good documentation?
7. Do you think there is a need for the development of a set of best practices for NLM API documentation?
ENVIRONMENTAL SCAN
It would be beneficial to look at external sources outside NLM after looking at NLM’s own documentation practices and speaking with API developers, in order to gain a more comprehensive perspective on the true importance and nature of good documentation. As such, an environmental scan of over 50 APIs from several organizations was performed to find the elements of documentation used by successful APIs. Many of the external APIs were selected for inclusion based on their high ratings and mentions in blogs and books dedicated to API development. APIs from private sector enterprises such as Google, Amazon, Facebook, and Twitter, as well as APIs from other Federal agencies, including the White House, NASA, and the CDC were examined. Additionally, popular developer blogs like Programmable Web, API Evangelist, github, and HowTo.gov were reviewed.

RESULTS
SWOT ANALYSIS / STRENGTHS AND WEAKNESSES
The initial approach of attempting to perform a SWOT analysis for each individual API was not very successful. Strengths and weaknesses varied greatly between the APIs’ documentation pages, but the perceived opportunities and threats for each API remained largely the same across the board. Therefore, the decision was made to instead focus on the strengths, weaknesses, opportunities, and threats of documentation as a whole. These are some of the points found:
Strengths and opportunities of well-documented APIs:
· Increase likelihood of platform adoption because it’s a less frustrating experience for developers
· Reduce cost of support because developers can find answers more easily
· Marketing tool of the APIs and the Library
· NLM serves as a leader and/or at the forefront of API standards/documentation
· Helpful for new internal (and external) API developers
· Show how one person’s data can link to another’s at NLM
Weaknesses and threats of poorly-documented APIs:
· NLM falling behind other organizations that produce APIs
· APIs not used, as a result of not understanding or not being user friendly
· NLM appearing unprofessional or not uniform as an organization
· Shift in policies away from open data/APIs
· Budget/funding reductions or changes 
The SWOT analysis did help in gaining some insight into the benefits of well-documented APIs, as well as further reinforcing the need for good documentation, but it provided abstractions rather than specifics. It was determined that it would be necessary to examine the state of NLM documentation, in order to gain a more comprehensive understanding of current documentation practices within NLM.
COMMON DOCUMENTATION ELEMENTS
In order to learn more about which elements should be included in a set of guidelines or best practices, the common documentation elements found in NLM’s APIs were examined. The basic thinking behind this practice was that elements seen many times across APIs are popular, and if many API developers are using these elements, reason stands to fact that they are used so frequently because they are considered by developers to be “good” or necessary for inclusion. Following this, a spreadsheet was created, listing each API and noting the inclusion or exclusion of various documentation elements. Figure 1 shows a sampling of APIs and the documentation elements found (or not found).
	API
	Web Service Interface
	Overview
	Usage Guidelines
	Code Example
	XML Example

	BLAST
	both
	X
	X
	
	

	ChemSpell
	SOAP
	X
	
	X
	X

	DailyMed
	REST
	X
	
	X
	X

	DIRLINE
	REST
	X
	
	X
	X

	Entrez
	SOAP
	X
	X
	X
	?


Figure 1: NLM API Documentation Elements
The results of this analysis were not as telling as they had been hoped to be. By examining NLM’s API documentation from a yes-no criteria, common data element view and then attempting to determine whether or not they met the criteria, it invariably limited the amount of information that could be gleaned. This type of thinking also removed the possibility of seeing any qualitative nuance in documentation elements. It also served to clearly show that looking at only NLM’s APIs would not nearly be enough upon which to build a set of comprehensive recommendations. 
INTERVIEWS WITH NLM API DEVELOPERS
Meeting with NLM API developers served a number of purposes. It allowed the opportunity of gaining more of an understanding of what real developers want out of their documentation and find what elements they thought necessary. It also afforded the ability to discuss with them the concept of introducing a set of guidelines or best practices for documentation – if it would be feasible or even necessary. The particular selection of API developers to interview benefitted from a wide diversity of viewpoints and opinions, stemming from the divisions within NLM at which they work, their relative experience with APIs and development, and even the nature of the APIs.
For example, the RxNorm, RxTerms, and NDF-RT APIs created by Olivier Bodenreider’s group all operate in several ways: individually, under a graphical client known as RxNav, and under a combinational interface known as RxMix (beta). Each of the APIs, as well as RxNav and RxMix, has related documentation. Additionally, the three content interfaces have two versions of APIs: SOAP/WSDL and REST. These two styles require their own documentation. For a short explanation of a few differences between REST and SOAP, please read Appendix A at the end of this report. RxNav first used SOAP, but it was then made RESTful after users requested it. REST is generally seen as simpler and more efficient, with less overhead, which falls in line with the group’s approach to documentation. They started their documentation focusing on use cases. They only developed and added documentation for functions that people needed or requested. 
This is a different approach than the one that the UMLS Terminology Services API developers took. The UMLS API includes documentation for every call and function possible, which results in a large number of methods. The API is SOAP-based; however the team might develop a RESTful interface in the future, in response to recent usage trends of SOAP vs. REST. It is possible that the large number of calls could make documentation be seen as generic or difficult to navigate. On the other hand, one advantage of having documentation on this level of granularity is how thorough it is, including the provision of code samples and the categorization of methods.
However many differences there may be between them, generally the developers felt that a loose set of guidelines for documentation would be beneficial as a jumping off point. They did feel, however, that very strict rules, or a “template” format of documentation, might not be the best possible avenue of approach. The varied natures of the data sets within NLM APIs might not all fit well in the same format, and functionality could suffer because of that. Instead the developers felt that there should be more of a focus on the inclusion of design details: each functions should contain a description, a full list of input and output parameters, and examples.
ENVIRONMENTAL SCAN
The environmental scan provided several ideas for different elements that should be included in good documentation. One thing was made very clear: there currently are not any official guidelines or standards in the industry for documenting APIs. The APIs and blogs researched provided many options and a lot of advice, but no true standards. 
Based on the environmental scan, there are four main components of good API documentation: overviews, formatting, examples, and reference material. The components themselves are fairly straight-forward, and there are iterations of each in most of the reviewed APIs.
An overview quickly explains what data is found in the API, as well as what developers can do with that data. This is extremely important to include, because if developers do not understand this right away, it is possible that they will move on to another resource to find the information they need. Developers want to get started using an API as quickly as they can, and they may need help finding what they need. That is why clear formatting is important. Examples are also incredibly important, especially when they appear in as many programming languages as the particular API allows. The reference material lists all of the functionality of an API in detail. This includes examples of request and response values. It would also include any tutorials or frequently asked questions.
CREATING A SET OF GUIDELINES
Using what was learned from the SWOT analysis, the analysis of NLM API documentation, the developer interviews, and the environmental scan, a group of elements was selected to serve as a set of guidelines for NLM’s API documentation. Each method of research applied led to answering the question of which documentation elements should be included and omitted. The SWOT analysis reinforced the importance of well-designed documentation as a whole, necessitating the inclusion of elements that promote simple navigation and reference tools for new users. The analysis of NLM API documentation emphasized the fact that attention should be focused on commonly used elements, and also that there was a need to look externally to find a comprehensive answer to the question of standards. The interviews conducted afforded the opportunity to meet with developers and find out what they really wanted out of documentation. The developers said that examples are the key: examples for requests and responses, examples for code, and examples for use cases. They also said that, when looking into making a set of guidelines, the focus should be on making them open for flexibility and interpretation. The environmental scan led to the four general components of effective documentation. 
In considering the trends of documentation and the research findings, the following is a list of fifteen elements that should be included and serve as a guideline for good API documentation. Each of the fifteen elements falls under one of the four main components. For a full list of the guideline elements, including examples from NLM APIs, see Appendix B: The Guidelines.
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	Overview

	Reference or Summary Pages

	Authentication

	Error Handling

	Versioning History



	Formatting

	Clean Overview Page

	Navigational Breadcrumbs/Sidebar

	Section Headings



	Examples

	Sample Code

	Focus on Use Cases

	Calls in Several Languages



	Reference Materials

	Parameter Descriptions

	Request and Response Examples

	Terms and Conditions

	Link to FAQ or Tutorials

	Link to Data Download



Overview
The overview component consists of four elements: reference or summary pages, authentication, error handling, and versioning history. This component is especially important to include, because this information may be obvious to the people developing the API, but it might not be as obvious for potential users. 
The reference or summary page should be clearly visible on the main page of documentation. It serves to describe the nature of the API, including who should use the API and what they would use it for. It also explains what advantages developers would have in using the API, and sometimes even provide an architectural description of the API platform. Basically, it is an introduction to the API. 
Authentication is an important element to have for security in RESTful APIs. SOAP based APIs already support WS-Security for enterprise security features. For RESTful APIs, look into HTTP Basic/Digest or SSL for authentication, as well as encryption and digital signatures. 
Error handling is important for RESTful APIs because it helps make the API more intuitive. From the perspective of an outside developer using the API, errors become a tool in providing context and visibility into how to use an API. Developers tend to learn to write their code through errors in a test driven development model that represents a natural way for developers to work1. Error handling does not have to be complicated. Comply with best practices by using a few HTTP status codes. When an application and an API interact, there are basically three possible outcomes: everything worked, the application did something wrong, or the API did something wrong. This could translate in HTTP to: 200 – OK, 404 – Not Found, and 500 – Internal Server Error. It is important that the return code can be consumed and acted upon by the user. 
Versioning is equally important for RESTful APIs. Applications and their corresponding APIs evolve over time, thanks to changing parameters and user needs. It is not necessary to design a new version of the API from scratch. Over time new resources and new attributes to each resource may be added, but the method users follow to access those resources should not change. Maintaining earlier versions of an API and allowing access to those versions for restricted uses makes APIs backwards compatible without affecting current version users2. The best course of action is to use a URL prefixed API version for a limited time to gather and keep a collection of resources and methods separate across different versions.  
Formatting
Clear formatting is a key in good documentation. Users of an API need to know how to navigate the documentation page quickly in order to find what they want. This is why including elements like a clean overview page, navigational breadcrumbs/sidebar, and section headings are so important.
Having a clean overview page is simple. It means making sure that all the documentation elements are visible, with many appearing “above the fold” of the web page. This may be difficult to accomplish without making the page look cluttered. However, documentation should not be spread out onto many different pages. Minimize clicking and keep related topics close to each other on the same page.
This can be done by using navigational breadcrumbs or a persistent navigation sidebar. Using these allows users to see the big picture of a long single page guide by easily zooming into details. This also allows users to search all of a documentation page’s content with a quick in-page browser search. 
Finally, include section headings. This is an element that may be passed over by API developers, but it will be of benefit to users new to navigating an API. The section headings have the added benefit of serving as labels for the navigational sidebar. 
Examples 
Developers learn new platforms and APIs by beginning with code that they know works correctly, then modifying. Most developers will find it easier to learn by doing, rather than by reading3. Include sample code for as many methods and calls as possible. All variable, class, member, and function names should be clear. Additionally, in good sample code, relevant information should be grouped together, clarity is more important than efficiency, and simplicity is more important that a good-looking user interface. 
Use cases can also be effective in teaching developers how to use APIs, but they are only as effective as that value a user can derive from them. Use cases, seen as possible scenarios for interaction, should be easily understood. When writing them, focus on well-written simplicity rather than over-complicated details. Use cases are seen as an iterative process that can be reworked and refined4. Also, remember the 80/20 rule: 20% of use cases with typically account for 80% of activity in an API. Consider this when deciding whether or not to make an exhaustive list. 
When you are writing sample code and use cases, also remember that developers program in multiple languages. To make platform adoption simpler, and to avoid making developers learn a new language just to use your API or read your documentation, list examples in all the languages your API supports, whether they are curl, Ruby, Python, Java, C#, PHP, or others. 
Reference Materials
Reference material tends to make up the majority of API documentation. There needs to be detailed information about what each class, member, function, XML element, and call is and how it is used. Keep the reference documentation in a consistent style. Include short descriptions of all parameters, including type. Additionally, list every possible request (query) and response possibility, with descriptions. 
Including terms and conditions for use is also very important. For NLM specifically, it is recommended that API documentation authors include a disclaimer statement found on the NLM API web page:
“This product uses publicly available data from the U.S. National Library of Medicine (NLM), National Institutes of Health, Department of Health and Human Services; NLM is not responsible for the product and does not endorse or recommend this or any other product.”
This data use disclaimer serves to allow outside developers the free and open use of any data set found in the NLM APIs, while separating NLM from any responsibility or liability in regards to applications created by third-party developers.
Additionally, reference materials should include links to frequently asked questions or tutorials, as well as links to download the original data, if it is ever deemed necessary for developers. 

DISCUSSION
NLM makes it a point to follow standards and best practices. However, what happens when there aren’t any, and everyone has their own ideas? This is a chance for NLM to become a real leader and point of reference in the area of API documentation standards. There is a real need for guidelines, and NLM can be the organization that establishes them. 
There is a lot of advice in the industry for developers who want to write documentation. This advice varies greatly in quality. Following these guidelines will help API developers write clear and comprehensive documentation, helping them focus their time and attention to get the best effect and the best experience for their users. 
The Federal government has embraced API development thanks to the Open Government Initiative and the idea of open data. However, how truly useful or open is that data if people do not know how to extract or manipulate it? That is where the importance of good documentation practice really comes into focus. Clear documentation makes developers want to use NLM’s APIs and increases the likelihood of platform adoption. It allows developers to create applications that integrate data in ways that highlight new levels of accessibility and functionality. 
It is our responsibility as government representatives and librarians to do whatever we can to make information more accessible and open to the public, as well as respond to the technological demands of our users. To quote the Digital Government Strategy, we need to “require that newly developed IT systems are architected for openness and expose high-value data and content as web APIs at a discrete and digestible level of granularity”. One way we can do that is through the development and implementation of clear, effective API documentation standards.

RECOMMENDATIONS
NLM could consider forming a working group at NLM of API developers who can collaborate to adopt these guidelines and look into the possible implementation of other trends in documentation popular in external APIs.
Based on findings from researching external API development trends and through discussions with some of NLM’s API developers, and in hopes of increasing the usability of open data, linking APIs and datasets is the way to really get true utility out of the datasets. Some groups at NLM have already started. RxMix was created by Olivier Bodenreider’s group as an interface for building applications that allows users to combine functions of the RxNorm, RxTerms, and NDF-RT APIs. Their efforts have been met with overwhelmingly positive feedback from users. 
NLM’s API developers can also take advantage of other trends in API design, such as interactive documentation. These clients, such as I/O Docs from Mashery, allow you to execute live API calls right from your documentation. This allows users access to play around with calls without having to code and lets them really run APIs through their paces, discovering their true potential. According to the SWOT analysis and the interviews with several developers, increasing accessibility will increase adoption. That type of simple, fluid functionality is something we can achieve. 
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APPENDIX A: A Short Primer on REST vs SOAP
Web APIs tend to fall under one of two architecture frameworks: Simple Object Access Protocol (SOAP) and representational state transfer (REST). SOAP based APIs are historically considered more of a web service, designed to support interoperable machine-to-machine interaction over a network. They have interfaces described in Web Services Description Language (WSDL), and use XML-based Remote Procedure Calls (RPCs) to transmit messages through HTTP5. They also have the added benefit of increased security, thanks to the support of WS-Security which supports identity through intermediaries and provides a standard implementation of data integrity and privacy6. While SOAP-based web services are useful and important, recent years have found developers moving away from SOAP-based resources towards “lighter-weight” RESTful APIs, which are seen as generally simpler than SOAP in terms of development. RESTful implementations divide into a set of resources based on unique URI patterns and use standard HTTP verbs (GET, POST, PUT, and DELETE) to map operations on top of these resources through readable XML or JSON7. 

APPENDIX B: THE GUIDELINES
The following is a list of the 15 guidelines for API documentation based on best practices, including a brief description of each and a screenshot of their use within NLM APIs.
Overview
1.1 Reference or Summary Pages
Describes the nature of the data found in the API, as well as its intended use and audience. Explains the advantage of the use of the API over others. Serves as an introduction to the API.

Example from ChemSpell:
[image: ]

1.2 Authentication
Allows for the secure encryption of calls between clients and servers. Secures back-end resources for the open development of applications. Include a registration or licensing policy. [REST] Depending on the complexity of the API, use HTTP Basic, SSL, or OAuth 2.0. [SOAP] Use WS-Security.

Example from UMLS Terminology Services:
[image: ]
1.3 Error Handling
Sends return codes to users for troubleshooting issues. Keep this simple and use only a few HTTP codes. Distinguish between communication error codes and application-level issue codes.

Example from DailyMed:
[image: ]
1.4 Versioning History
Track and manage evolving information. View and recover earlier versions. Limit the number of past versions stored to manage space and avoid confusion. List specific changes with descriptions.

Example from Entrez Programming Utilities:
[image: ]
Formatting
2.1	Clean Overview Page
Most documentation elements are visible from the front page without clicking. Documentation is not spread out among many pages. Related elements and topics are grouped close together.

Example from RxNorm:
[image: ]
2.2	Navigational Breadcrumbs/Sidebar
If documentation is spread out, breadcrumbs are clearly visible and descriptive. If used, include on all pages for uniformity. Sidebar includes quick links to all relevant documentation elements, listed in the order they appear on the page.
Example from Entrez Programming Utilities:

[image: ]
2.3	Section Headings
Heading levels are clear and highly differentiated in font and style. Maintain uniformity among levels. Use section heading titles as labels for navigational sidebar (shortened, if necessary).
	Example from BLAST:
[image: ]
Examples
3.1	Sample Code
Used by developers to learn how to manipulate APIs. Provide as many samples for methods and calls as possible. Relevant information is grouped together.
Example from UMLS Terminology Services:
[image: ]
3.2	Focus on Use Cases
Examples of how to perform key calls in an API service. Thought of as scenarios made up of activities a developer might want to do. Should be simple and clearly written. Not necessarily an exhaustive list (80/20 Rule). Make them as generalizable as possible.
	Example from MetaMap:
[image: ]
3.3	Calls in Several Languages
Allow calls in Python, Ruby, Java, C#, PHP, and more. If impractical, focus on the languages most used by the users accessing the API.

Example from UMLS Terminology Services:
[image: ]
Reference Materials
4.1	Parameter Descriptions
	Clearly list all variable, class, member, and function names.
	Example from MedlinePlus Health Topics:
[image: ]
4.2	Request and Response Examples
Include HTTP, XML, and JSON samples of requests and responses whenever possible. Describe the purpose of every call and explain every element. Include base URL and request URL for each example.
	Example from DIRLINE:
[image: ]
[image: ]
4.3	Terms and Conditions
Allows outside developers free and open use of data in the NLM APIs, while separating NLM from any responsibility or liability in regards to applications created by third-party developers.
	Example from ClinicalTrials.gov:
[image: ]
4.4	Link to FAQ or Tutorials
Offers additional assistance to users through specific help examples and answers to common questions. May include a “Contact Us” link for more information. 
	Example from PubChem Power User Gateway (PUG):
[image: ]
4.5	Link to Data Download
Offers the ability to directly download API’s data sets if requested by the user. May require authentication.
	Example from PubChem Power User Gateway (PUG):
[image: ]
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ChemSpell web service overview

The ChemSpell Web Service API provides chemical name spell checking and chemical name synonym look-up.
ChemSpell contains more than 1.3 million chemical names related to organic, inorganic, pharmaceutical, toxicological,
and environmental health topics. ChemIDplus is the source for ChemSpell. When a chemical name is entered,
ChemSpell retumns a list of chemical synonyms if the spelling is correct. If the spelling is incorrect, it retums a list of
suggestions for alternate spellings.

Software developers can write applications that connect remotely to the ChemSpell Web service. Communication is
performed via Simple Object Access Protocol (SOAP), an XML-based mechanism for exchanging typed information.
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In general, your application will follow this sequence when making calls to the API

1. Obtain a Proxy Grant Ticket using the getProxyGrantTicket method described below. This is good for & hours and is needed for step #2
2. Generate a Single Use Ticket (using the Proxy Grant Ticket and the string "http://umisks.nlm nih.gov" as parameters) with the getProxyTicket method described below.
3. Make a call to the API, passing the Single Use Ticket s one of the parameters

The UTS API 2.0 uses two types of "tickets" o authenticate users and calls:

« Proxy Grant Ticket (valid for § hours) This kind of ticket validates your UTS usemanme and password. It is not necessary to obtain a new Proxy Grant Ticket each time you make a

call to the API. However, it is necessary to use the proxy grant ticket each time you make a call to the API to request a single-use ticket. A Proxy Grant Ticket could be
‘considered "the ticket that gets you a ticket

"Single-Use” Ticket - This ticket expires afer an individual call is completed. Therefore, each time you make a call to the API, you must request a new Proxy Ticket.

Please see this very simple client example that demonstrates using the Proxy Grant/Single-Use Tickets

Proxy Grant Ticket
private String username = "foofoo";
private String password = "S@rSez_1

//initialize the security service

private UtsWsSecurityConcroller securityService
private String vickecGrantingTicket
//use the ti

(new UtsWsSecurityControllerInplService ()) .getUtsisSecurityControllerInplPore (
ecurityService.getProxyGrantTicket (username, password):
cketGrantingTicket to generate a Single Use Ticket with each call
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Errors are retumed using standard HTTP eror code syntax. Additional information is included in the response header. The following table lists
standard AP errors.

Not Found.

Unsupported Media Type.

Server Error.
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Changes in Version 2.0 Go to:

The most significant change is that the eFetch method has been removed from the eUtis.wsdl file. Developers should now use the
database-specific WSDL file for EFetch to retrieve records from a database. For example, efefch_pubmed.wsdl should be used to
retrieve records from PubMed.

The major changes in version 2.0 include the following:

« Removed the eFetch method from the eUtils wsd ile and created new, separate WSDL for retrieving records in each
database (e.q. efetch_pubmed wsd)

« Regenerated all schemas based on current DTDs (December 17, 2010)
« Fixed binding problems in WSDL fles*

« Added support for EPost

« Eliminated mixed="true" fom eSummary schema

« Added the linkname property in ELinkRequest elements

« Removed eUtils_ite wsd, efetch.wsdl, and efetch_Jit wsdl

Starting with version 2.0, new versions of the E-utiity web service will be placed into separate directories. For example, version 2.0
is located in http:/Awwwncbi.nim. nih gov/entrez/eutils/soaph2.0/.

Version 2.0 is not fully compatible with previous versions. Developers should regenerate their source code with the new WSDLs
The following should be done to update the project

« Use eUtils wsdl instead of eUtils_ite.wsdl
« Use eUtils_MS.wsd ifthere are _MS methods called in the source code

« Use database-speciic WSDL files instead of efetch.wsd or efefch_it wsdlto retrieve records using EFetch: for example,
efetch_pubmed wsdl should be used to retrieve records from PubMed. To retrieve records from multiple databases, add a
Web Reference for each database in MSVS. For Axis2, run WSDL2Java for each database and include the package in the
project. Each database-specific WSDL file has a different namespace to prevent name conflicts

(%) Methods with _MS sufix have been moved to the eUtils_MS wsdi fle, which should be used in MS Visual Studio only. Those
methods require input parameters in a diflerent format, i.e. a lst of parameters in the method's defintion instead of one object.
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RxNorm API

The RxiNorm APT is a web service for accessing the current RxNorm data set.

With one exception, no license is needed to use the RxNorm APL. This is because the data retumed from the API is from the ReNorm
vocabulary, a non-proprietary vocabulary developed by the National Library of Medicine.

The API can be accessed by clients in two different ways:
« RxiNorm RESTful web services
« RxiNorm SOAP web services

Please check RxNorm API changes for the curent updates.

Functions and Resources

In the table, the base URI ( htp: //rxnav.nln.nih.gov/REST/ ) for the REST resources has been omitted to improve readability.

SOAP Function REST resource Description
approxMatch /approxzterm=value Search by name to find the closest RxNorm concepts.
Return the re-mapped concept identifiers from an

findRemapped fremap/{rxcuiy ‘obsolete concept
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£ Ovenview of the E-utility Web Senice (SOAP)
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‘Specific Instructions for Supported Development Emvironments
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Creating a Web Senice Client Project
INCBI Entrez Utilties Web Senice API
Examples
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Examples
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Overview

BLAST is public domain software.

Web service interface

The NCBI provides two programmatic methods to submit BLAST searches. One method uses a RESTHI
below.

REST

This interface allows submission of BLAST searches for processing at NCBI via an HTTP-based interface.
output that is subject to change with little or no notice. For developers wishing to parse the BLAST output
Handbook Chapter for further information

SOAP

This senice makes use of the Simple Object Access Protocol (SOAP) to submit and retrieve searches w
('Lite") interface is available that should be suitable for most projects. This senice offers results only as X

Usage Guidelines
Do not overload the NCBI servrs. If you are intending to perform more than 20 searches in a session you

1) Do not contact the server more often than once every three seconds.
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Method: setIncludeObsolete( boolean value )
Use Case: This method allows you to set a true/false flag on the PSF object to include or exclude atoms flagged obsolete (by either the
source or NLM). Obsolete atoms are included by defaul.

© Sample Input (Java):

psfMetaContent setincludeObsolete(false):

Method: setIncludeSuppressible ( boolean value )

Use Case: This method allows you to set a true/false flag on the PSF object to include or exclude atoms flagged suppressible by NLM
editors. Suppressible content in the Metathesaurus can be either flagged "E", suppressed by NLM editors, o "Y", suppressed upon source
inversion (pre-editing). Suppressible atoms are included by default.

© Sample Input (Java):

psfMetaContent setincludeSuppressible(false);

Method: getIncludedRelationLabels () .add() ( String value )

Use Case: This method lets you specify which Relation Labels you would like to include in your resuit set. This is useful for filtering
RelationDTOs,

© Sample Input (Java):

J/Running getAlIRelationLabels on a UtsWsMetadataController object will retum all available relation labels for a given release
Jisee the Metathesaurus Metadata tab above for more details

psfMetaContent getincludedRelationL abels() add('PAR"):

psfMetaContent getincludedRelationL abels() add("SY");
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Getting Utterances and Associated Phrases, Candidates, and Mappings

The instance method Result . gecUrcerancelist () produces a list of the utterances present in the result

for (Ucterance utterance: result.getUtterancelist()) {
System.out.printin("Utterance:");
System.out.printin(" Id: " + utterance.getid()):
System.out.printin(" Utterance text: " + utterance.getString()):
System.out.printin(" Position: " + utterance.getPosition()):

To get the list of phrases, candidates, and mappings associated with an ufterance use the instance method Urezance. getPCHL st

for (BCM pem: utterance.getBCMList()) {
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Method: getConcept (String ticket,String version,String conceptId)
Returns: ConceptDTO es jscony
Use Case: Get the properties of a UMLS Concept, such as the preferred name, semantic types, and the number of atoms included in a

concept. Other properties are included in the ConceptDTO Javadocs. In the example below, we retrieve information about C0004057, the
UMLS concept for "aspirin”

© Sample Input (Java):

‘ConceptDTO myConcept = utsContentSenice getConcept{ticket, "2011AB", "C0004057");
String preferredName = myConcept getDefaultPreferredName():

List<String> semanticTypes = myConcept getSemanticTypes():

int numberofAtoms = myConcept getAtomCount();

© Sample Input (C#):

‘content conceptDTO myConcept = utsContentSenice getConcept(ticket,"2011AB", "C0004057");
string preferredName = myConcept defaultPreferredName:

string]] semanticTypes = myConcept semanticTypes;

int numberofAtoms = myConcept atomCount;
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Required Parameters for Initial Search Request

Parameter Name Description

Database to search. Value must be a valid MediinePlus Web senice database name. Possible
values are

healthTopics - English health topics. Submit English-language queries when using this
parameter.

healthTopicsSpanish - Spanish health topics. Submit Spanish-language queries when using
this parameter

Text query submitted to the Web senice. All special characters must be URL encoded. Spaces
may be replaced by '+ signs, which represent the AND operator. Represent the OR operator as
+OR+. To send a query as a phrase, enclose the phrase in quotes using %22 to represent
quotation marks

Examples:
http:/Awsearch.nim.nih goviws/query ?db=healthTopics&term=asthma

http:/Awsearch.nim nih goviws/query ?db=healthTopics&term=%22diabetes-+medicines %22+ OR+%22diabetes +drugs %22
hitp:/fwsearch.nim.nih.goviws/query ?db=healthTopics Spanish&term=asma
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Search using HTTP GET request
Base URL

http://dirgate.nim.nih.gov/cgi-bin/sis/search/x?dbs+<db>: <keyword>

Required Parameters for Initial Search Requests

[Patabase to search.
|db [The valid database nam
lbe in lowercase.

[The keyword submitted to the web service.

|Spaces should be replaced by +' signs. Special characters should be replaced
|with a "%" followed by their ASCIT code in hexadecimal.

dirline. Please note that the database name must.

lkeyword

Example

‘Search for spinal cord injury in the DIRLINE database.

URL for initial search:
http://dirgate.nim.nih.gov/cgi-bin/sis/search/x?dbs +dirline:spinal+cord-+injury

Search Result: Click here (Please allow your browser to show blocked content by right dlicking on the information
bar.)

Search results

Search Result Example: Click here (Please allow your browser to show blocked content by right clicking on the
information bar.)

DIRLINE API Response Format:

<QueryResuit>
<Count>
</Count>
<DispMax>
</DispMax>
<1d>
</1d>
<TemporaryFile>
</TemporaryFile>
<Translation>
</Translation>
</QueryResult>
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<QueryResulc>
<Count>414</Count>
<Displiax>20</Displax>
<Ia>NLM/32754 NIM/80243 NIM/61473 NLM/60442 NLM/90178 NIM/80125 HSRI/0273
NLM/18057 NILM/21333 NLM/21484 HSRI/0421 NLM/30083 NLM/S0056 NLM/61478
NIM/35031 NIM/80227 NLM/60803 NLM/14662 NLM/12950 NLM/12946</Id>
<TemporaryFile>./temp/~2IVxBL</TemporaryFile>
<Translation>spinal cord injury spinal cord injury</Translation>
</QueryResults>
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Use of ClinicalTrials.gov Data

Neither the United States Government, U.S. Department of Health and Human Services, National
Institutes of Health, National Library of Medicine, nor any of its agencies, contractors, subcontractors or
employees of the United States Government make any warranties, expressed o implied, with respect to
data contained in the database, and, furthermore, assume no liability for any party's use. o the results
of such use, of any part of the database.

In any publication or distribution of these data, you should

« Altribute the source of the data as ClinicalTrials gov
« Update the data such that they are current at all imes
« Clearly display the date the data were processed by ClinicalTrials gov

« State any modifications made to the content of the data, along with a complete description of the.
modifications

‘You shall not assert any proprietary rights to any portion of the database, or represent the database or
any part thereof to anyone as other than a United States Government database.

You shall not use any email addresses extracted from our database for marketing or other promotional
purposes.

The ClinicalTrials gov data carry an international copyright outside the United States and its Territories
or Possessions. Some ClinicalTrials. gov data may be subject to the copyright of third parties: you
should consult these entities for any additional terms of use.

These terms and conditions are in effect s long as the user retains any of the data obtained from
ClinicalTrials gov.
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6. FAQs.
Some simple workflows help to illustrate the use of PUG. All PUG messages must be sent via a HTTP POST to the URL:

http://pubchem.ncbi.nim.nih.gov/pug/pug.cgi

Scenario 1. T would like to retrieve the SMILES (in gzip compressed format) for a list of PubChem Compound CIDs: 1, 2, and 3. Compose your PUG message:

<ECT-Data>
<ECT-Data_input>
<ECT-InputData>
<ECT-InputData_download>
<ECT-Download>
<ECT-Download uids>
<BCT-QueryUids>
<BCT-QueryUids_ids>
<BCT-ID-List>
<PCT-ID-List_db>pecompound</BCT-ID-List_db>
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3.1. PubChem Substance/Compound Download Tasks.

This service allows you to download sets of PubChem records - substances or compounds - using PUG's <PCT-Download> sub-object. You will need to specify which
records to download, using a <PCT-QueryUids> object, the desired output format (ASN.1, XML, or SDF), and, optionally, the desired compression method (gzip or bzip2).
The options available through PUG are equivalent to those for the interactive PubChem Download service.

The <PCT-QueryUids> object enables you to specify an explicit list of record IDs, or to provide an existing Entrez history key (see eUtils documentation:

http://eutils.ncbi.nim.nih.gov/entrez/query/static/eutils_help.html) from either the PubChem Compound ("pccompound”) or the PubChem Substance ("pesubstance”) Entrez
databases. Currently there is an upper limit of 250,000 structures per download request; if you find this limit too restrictive for your purposes, please consider using the
PubChem FTP site which contains all available PubChem contents:

ftps//ftp.ncbi.nim.nih.gov/pubchem/

When your download request is successfully completed, the returned <PCT-OutputData> object will hold a <PCT-Download-URL> containing the URL you may use to
download your results. Again, please note that the result of a download task is an URL, not the record data itseff (which may be quite large). To obtain the data requested,
you must use the provided URL.

Example: You want to download CID 1 and CID 99 - being uids 1 and 99 in the "pccompound” Entrez database - in SDF format with gzip compression.




